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Real-time Data Acquisition Based on Common Use
Interfaces at Matlab and Embedded System

Krzysztof Sieczkowski, and Tadeusz Sonde;j

Abstract—The article presents the tests of method for real-
time data acquisition from embedded systems using Matlab
software. Data transmission is performed using several common
use interfaces: UART/USB, Ethernet, Bluetooth and WiFi. The
article includes a description of a protocol, measuring station
based on two types of embedded system, implementing the
proposed protocol, as well as a description of the algorithm of test
programs. Experimental studies were performed using a
STM32F4 microcontroller and Raspberry PI-3 single-board
computer. Executed tests related: (1) the average transmission
time, (2) the effective throughput of a full cycle of data exchange,
(3), the required working time of Matlab to handle the
transmission, and (4) the stability of the program timer used for
periodic data transmission calls. Experimental studies have
shown that it is possible efficient data exchange between the
embedded system and Matlab while maintaining the real-time
requirements.

Index Terms—data acquisition; serial
communications; data processing

real-time; Matlab;

I. INTRODUCTION

ATA acquisition is widely used in measurement systems.

Such systems read data stored in appropriate buffers, or
read data in real time. Almost every modern measuring system
consists of a sensor, analog-front-end input circuit, A/C
converter, a microprocessor and software for data processing
and visualization. We can distinguish 3 groups of measuring
systems: (1) autonomous, (2) autonomous with the possibility
of cooperation with a computer, (3) systems requiring the use
of a computer. The last of these groups is called virtual
instruments (VI). Due to the prevalence of PCs and decreasing
prices of measuring instruments, they are being used very
often. VI instruments require a computer with the appropriate
software. It can be done using dedicated solutions or popular
computer software can be used, for example Matlab or
LabView. Matlab software [1] is readily used because of the
enormous processing power and possibilities of displaying
data, creating graphical user interfaces (GUI) and because of
the support of multiple communication interfaces and
measurement cards. Matlab has a comprehensive set of tools
optimized for specific types of calculations. For example,
using the Matlab programming environment, it is possible
design fully functional digital filters. This environment
includes tools to help design these blocks for example
FDAtool. Matlab environment is also commonly used due to
the high degree of optimization, advanced numerical
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computation, where the most commonly used calculations are
Fast Fourier Transform (FFT), Discrete Wavelet
Decomposition (DWT). Matlab is also equipped with tools
used for statistical calculations. The basic functionality of
Matlab can be expanded at any time by installing additional
software modules. In addition, you can design a controller
with an ergonomic GUI, together with the required algorithm
for data processing. The time to implement such a system is
much shorter than the design of a new original program in
another development environment.

An important factor when using Matlab software is the
data acquisition method. These data can be read from a file or
from a virtual instrument (e.g. card, USB adapter), off-line
(after recording data) or on-line (on an ongoing basis - in real
time). An example of the use of a popular measurement card
NI USB6251 is presented in [2]. The use of a serial port is
shown in [3], while article [4] shows how to use a Bluetooth
wireless interface.

Data acquisition in real-time requires special techniques
for data transmission. One of the important tasks is to provide
data synchronization, especially in the case of simultaneous
acquisition of data from multiple devices. An example of a
distributed measurement system with GPRS is presented in
[5]. However, in the case of such a system, delay in data
transmission is very high and can amount to tens of seconds.
Solutions based on local microprocessor systems with
dedicated measurement cards are also used. An example with
the use of the free Linux operating system is presented in [6].
Data acquisition in real-time is especially difficult in systems
with multiple wireless devices. In this case, TDMA (Time
Division Multiple Access) techniques are the most commonly
used. Examples of solutions are presented in [7] and [8].

Using Matlab software significantly accelerates and
simplifies the design of measurement systems. But this
software does not run under the control of the operating
system's real time. Therefore, to ensure data acquisition in real
time (on-line), special data exchange protocols are the most
frequently used, for example, protocols based on sending
commands and receiving responses.

This article presents a method of communication between
Matlab software and an external measuring device. The
proposed method involves the use of a wired serial interface
(e.g. serial COM - communication port) or wireless serial
interface (e.g. Bluetooth, WiFi). In addition, the article
presents the results of experimental tests of a system
consisting of Matlab software, STM32 microcontroller [9] and
various communication interfaces.
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II.  CHARACTERISTICS OF COMMON USE INTERFACES

To test the proposed method of data acquisition from
external devices, three popular interfaces have been used:
COM serial port, Ethernet, Bluetooth and WiFi. Depending on
the type of interface and its method of implementation, they
offer a different throughput.

A COM serial port was initially implemented as an
RS232C interface and now it appears in the form of different
types of adapters, e.g. USB<->RS232C or USB<->UART.
However, in the operating system and in Matlab software, it is
recognised as a COM port. Solution implemented by FTDI
[10] are used very often, which offer full compatibility with
the COM interface, while providing much higher data rates
than in RS232C.

Another very frequently used solution is the SPP (Serial
Port Profile), which uses the Bluetooth wireless interface.
Bluetooth is commonly used in personal communication for
the transmission of multimedia data, but also in distributed
measurement systems. The use of Bluetooth communication
has become widespread due to the availability of multiple
integrated modules. Differences between the modules usually
come down to the implemented profiles. There are two basic
groups of Bluetooth modules: those supporting different
Bluetooth profiles and those with HCI (Host Controller
Interface) interfaces. The use of modules with HCI interface
requires the use of additional procedures that support the
Bluetooth protocol stack. On the other hand, configuring the
module as a device operating in the SPP makes it possible to
use the module as a wireless equivalent of the RS232C
interface. Usually before the first use of a Bluetooth module,
its initial configuration is required, e.g. using AT commands.

Communication via the WiFi interface (IEEE 802.11) has
found wide use in computer networks. It is the wireless
equivalent of the Ethernet interface. The WiFi standard allows
for wireless and faster transmission of data between devices
which are at a much greater distance than previously described
Bluetooth. Depending on the version, WiFi offers a variety of
data transmission rates, ranging from 11Mbps (802.11b) to
1Gbps (802.11ac). In embedded systems and off-line
measuring devices, modules dedicated to WiFi connectivity
are used most often. Such modules are available with various
implementations of protocol stacks or without the stack. Lack
of support for the stack requires the use of an additional
microprocessor. In contrast, others offer support for TCP/IP,
UDP/IP as well as network control mechanisms, e.g. ping or
traceroute. There are also modules containing optional
additional higher layer protocols. The modules supporting
specific protocols are often equipped with additional
(embedded) microcontroller, providing support for these
protocols. Modules with protocol support can be set up to
work automatically. New to the market are WiFi modules
working as a wireless RS232C or UART interface. For a WiFi
module to work as a WiFi - RS232C/UART bridge, the
network address and password to which the module will
connect must be pre-configured. In addition, it is necessary to
set the number of ports required for TCP or UDP. Modern
WiFi modules also offer the opportunity to work in 'SoftAP'

mode, allowing you to create a wireless network from the
WiFi module. In any case, the wireless transmission must take
into account the time required for connection.

III.  METHOD FOR TRANSMITTING DATA
IN REAL TIME TO MATLAB SOFTWARE

A protocol with command-response architecture has been
designed for error-free data transmission. The master system
sends certain commands, which must always be answered by
the slave device. This protocol is based on a basic frame, the
structure of which is shown in Fig. 1.

Preamble | Type | Command | Data Size Data CRC
2B 1B 1B 2B 0...65535 B 2B

Part| Part Il

Fig. 1. The structure of the basic frame of the communication protocol.

The frame consists of 6 fields. The "Preamble" field
contains the constant value synchronizing the slave device.
The "Type" field determines the frame type: command,
response, error when receiving the last frame, and the
direction of transmission. The "Command" field contains the
command code. "Data Size" specifies the size of the "Data"
field. The "Data" field contains the transferred data. The field
with the "CRC" checksum allows to detect an error in the
frame structure. The protocol allows to send up to 64 kB of
data in one frame. The proposed protocol is conventionally
divided into two parts (Part I and Part II). The first part
consists of the fields: ,,Preamble”, ,,Type”, ,,Command”,
»Data Size”. The second part is: the "Date" and "CRC" fields.
This division allows to accelerate the process of handling the
frame by the receiver device, because the first part always has
a constant structure and determines the size of the rest of the
frame. The protocol has been designed to enable the detection
of data error or loss.

In this study, the transmission always takes place on a
command-response basis. The master device (computer and
Matlab software), performing calculations and fulfilling an
administrative function, sends a query to the device. A new
query is sent only if a response has been received from the
slave device, or when there was no response (timeout). To
enable efficient communication in the command-response
mode, an appropriate function that supports this type of
transmission has been designed. The algorithm of this function
is shown in Figure 2.

As an argument, the function adopts a data vector whose
structure maps the structure of the frame. When a command is
sent, a frame is transmitted containing data specifying that it is
a request to the device. After each call, the "fTransmit" flag is
checked. When the function is called at the beginning of the
command-response cycle, the checked flag has a zero value.
This allows the implementation of the first part of the cycle,
i.e. transmission. Therefore, the value of the timeout counter is
set next, the command is sent and the "fTransmit" flag is set.
Recalling the function (with the same argument as before)
makes the function check if there is already an active
transmission cycle.
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Set timeout
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Fig. 2. Algorithm of the function sending and receiving data.

Since the last function call sets the active transmission
flag, the function performs procedures to correctly receive a
response from the device. Therefore, it checks whether the
maximum time from sending the command has been reached.
If so, it returns a value signaling a timeout. If the timeout has
not occurred, one of two conventionally accepted parts of the
frame is checked. After receiving any part, the correctness of
data is verified.

If the data in the first part or in the entire frame are invalid,
the function returns a value indicating a CRC error. Therefore,
to send a command to the slave device and receive a
confirmation, it is necessary to call the function that supports
the transmission at least 3 times. The first call is made to the
command transmission and two to the receipt of a response -
respectively to the first part of the frame (Part I - 6 bytes) and
to the second part (Part II). The function returns 0 when the
internal procedures will be performed correctly and it does not
require the activity of other procedures. The value of 1
returned by the function supporting transmission signals that
the received frame is an integral whole and can be passed to
the function that supports a higher layer of the protocol.

In order to achieve the optimum time occupied by data
transmission (maintaining the required throughput) in any data
acquisition and processing system, it is necessary to correctly
select the frequency of sending commands (and verification
whether a set of data has already been received) to the slave
device. In addition, it is necessary to select the proper size of a
data packet that will be sent as a reply in one transmission.

IV.  ORGANIZATION OF THE MEASURING SYSTEM
A. Hardware and software setup

To test the operation of the interfaces mentioned in
Matlab, system has been compiled according to the following
topology. The role of the master device is played by a

computer running 64-bit Windows 7 operating system with
Intel Core 17-3770K, 3.50 GHz and 16 GB of RAM. The
computer has a SSD with 128 GB.

In order to further testing of test, two external
measurement systems have been made. The first external
measurement system was constructed based on the STM32F4
discovery kit (32-bit microcontroller with Cortex-M4 -
STM32F407 core, 168 MHz clock). The assembled system is
shown in Fig. 3.

MASTER | SLAVE
|
2 . PC
~{usB<->uARTH————
| JdL
Desktop | \ ~ UARTS
computer, | " P) [ BT | | BT —----—g| STM32F4
Matlab (PC) | (1) e Cortex-Ml'l
Software @168MHz
Windows 7] % "wiri e Ki
¢) |_(PC) (l)': (1C)

Fig. 3. Block diagram of the first measurement system.

The master side, for the first system used in the study
features: a) USB<->UART adapter type FT232RL made by
FTDI, b) Bluetooth module, ¢) WiFi card. The FT232RL
system after installing the drivers is reported as a COM serial
port, which can work with any configured Baud Rate (BR). In
the tests, the BR is set to 1 Mb/s. Bluetooth module - BT (PC)
is a module designed by Pentagram. This module operates
using the Bluetooth 2.1 standard. It allows configuration in the
serial port profile (SPP). As the WiFi module, an external
network adapter TP-LINK TL-WN722N has been used,
allowing work in the network using the 802.11n standard.

The slave of the first measurement system with
the STM32F4 microcontroller uses two UART interfaces
(2 and 3). UART2 handles communication with the master
system using: a) USB<->UART adapter, b) Bluetooth module,
c¢) WiFi module. The second interface (UART3) was
connected permanently to the serial port terminal in a
computer. This terminal is used to display messages relating to
system operation, and to present measurement results. For
each UART interface, the BR was set to 1 Mb/s. For Bluetooth
- BT (uC) connections, the RN-41 module from Roving
Networks [11] was used. It makes it possible to work in the
SPP allowing you to create a wireless serial link. In the study,
the module was configured to operate automatically as a
master system in a private Bluetooth network. From the side
of the microcontroller, this module also worked at a speed of
1 Mbps. After the one-time configuration, software written
using Matlab was able to establish a connection with the pre-
configured RN-41 module. For connections via WiFi (nC),
AMW106 module designed by Ackman Networks [12] was
used. This system's structure features a Cortex-M3
microcontroller, in which the IP protocol stack has been
implemented. In addition, this system has been configured to
run in "Wireless Serial Port" mode, taking advantage of UDP
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datagrams. With the help of the computer WiFi network
adapter and the ACKI106 module, a wireless computer
network was launched in which role of an AccessPoint device
was played by the ACK106 module while the network card
was the client. After powering up the microprocessor system,
the computer was able to connect to the associated network
(known SSID). Previously configured UDP transmission
allows for data exchange between two devices. Radio
equipment, both Bluetooth and Wi-Fi, were located at a
distance of about 1 m from each other during testing. In
addition, each of the devices had implemented support for
hardware-based data flow control (implemented using the
RTS/CTS line in the UART interface).

Organization of the second measuring system is very
similar to the previously presented. The main difference
between the systems is occurring type of evaluation board
used in the system. In the second system uses single board
computer such as Raspberry PI-3 Model B [13]. Raspberry PI
is running Linux, the distribution Raspbian. The Raspberry PI
computer provides SoC Broadcom BCM2837 type.
The BCM2837 chip includes a 4-core, 64-bit ARM Cortex-
AS53 processor. Each of the cores work with a maximum
frequency of 1.2 GHz. The BCM2837 SoC also include GPU
unit, type VideoCore IV, offering computing power at the
level of 28.8 GFLOPS. RAM 1GB can be shared between the
CPU and GPU processors. Schematic diagram of the
assembled second measurement system shown in Fig. 4.

MASTER SLAVE

l LCD
| Monitor

) | T

Ethernet llJOMb/s— -
Desktop f | For
computer, | |
Matlab S Wi | RPI 3,
Software “ __| WiFi 4xCortex-A53
Windows 7 e) (PC) 1/‘/' @ 1,2 GHz
' =F

Fig. 4. Block diagram of the second measurement system.

At the Master side, for the second measurement system is
the same PC as the first system. It occurs also the same WiFi
(e) network card. A novelty in the second measurement
system to replace Bluetooth and USB-UART bridge through
the Ethernet hardware interface (d). Uses Ethernet adapter
type Realtek PCle GBE Family Controller 1Gbit.

At the slave side of the second measurement system used
in the factory integrated Ethernet controller and WiFi.
Raspberry PI computer contains 100Mb Ethernet controller
type, and WiFi network can operate in 802.11n standard.
Controlling the test program at the slave side, was done by
a local keyboard and monitor connected directly to the
computer Raspberry PI 3.

Testing software on the master side was designed in
Matlab software, version R2013a. Only standard tools
available in Matlab were used. The testing program was
designed in the form of a GUI window. The algorithm of the
testing program is shown in Fig. 5.

Display main window
(GUI)
v
Connect to external
measuring system
(instrument)

| Gettestsettings |

| Execute test |

| Showtest'sresult |

Fig. 5. Matlab's algorithm of the testing program.

The GUI is displayed after running the script. The user can
enter measurement parameters and selects one of the three
communication interfaces tested. Once this is done, it is
possible to run the measurement. After the end of the test, the
result is displayed in the "Command Window" field. Access to
the equipment from the Matlab environment, whether it is a
serial port, Bluetooth, or UDP datagrams in a WiFi network, is
very similar. In Matlab software, the interface through which
the program connects to an external device is called the
instrument. The method of supporting the communication
interface in each case amounts to creating an object that
represents the given instrument. All the data defining the
connection parameters are stored in this object. After the
object is created, it is possible to open the connection
(occupation of a resource by Matlab in Windows). When the
connection is established, it is possible to transfer data to/from
an external device using one of the data transmission
functions. Any communication interface can be used.

Data are sent from the master device without delay. Only a
handle for the opened and configured instrument is required.
The data received by the selected interface are stored in the
FIFO buffer of the given instrument. The number of bytes
contained in the receive buffer is stored in a variable
associated with the given communication interface. Therefore,
it is important to set the size of the receive buffer to a size that
will not allow a buffer overflow or the data must be collected
at a speed greater than the speed of sending data by an
external device.

Software for the microprocessor (first measurement
system) was written in C using the Keil MDK ARM
development environment. The main algorithm of the program
assumes independent receipt and immediate verification of
received frames. After correct decoding, the slave sends a
response to the received command. The microprocessor
system has a 32-bit counter, operating at a frequency of
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1 MHz. The counter makes it possible to obtain a resolution of
1 us and to maintain a sufficiently long measurement time.
The counter is used to retrieve timestamps for the beginning
and end of "command" frames and the beginning and end of
"response” frames. Moments of retrieving timestamps are
shown in Fig. 6. Retrieved timestamps are then processed and
displayed in the computer terminal's console for further
analysis.

Master

Slave

\ &

I I

I I

I I

I Il I

I Il I
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I
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Fig. 6. Moments of retrieving timestamps in the slave device.

Measurements consisted of sending 1 MB of data from the
microprocessor device to a computer in packets of fixed size
for the three studied communication interfaces. This was
implemented in the following manner. In the first cycle, the
master system sends a query command to the slave system,
regarding the amount of available data. The slave device sends
the response (1 MB of data available). The next command-
response cycle comes down to sending requests for a certain
amount of data in order to receive the full set of data.

Dedicated software for Slave side, second measuring
system (Raspberry PI 3), it has been designed using the C
language and GCC compiler. In this system, is used network
connection (Ethernet and WiFi). As a lower layer protocol, it
was used connectionless UDP protocol. UDP protocol
handling was implemented in a separate thread, where after
receiving the UDP datagram was immediately sent to a
decoding procedure for an original, designed frame
transmission. Information about the current state of the system
were sent to the terminal window Linux shell.

B.  Measurement tests

The four different data transmission tests were performed.
The first three tests were performed using a first measurement
system. Test no. 1 determined the transmission time of one
data packet and the effective throughput when packets of
various sizes are transmitted. Test no. 2 determined the time
required to handle the full command-response cycle and the
throughput achieved. In this test, the function transmitting data
was called with a fixed time interval. As a result, Matlab was
able to also perform other tasks than handling the
transmission. In addition, the link's effective throughput was
determined. The idea of the test boils down to finding the
optimum period for calling the function handling transmission.
This was to ensure maintaining the best throughput and the
smallest usage of Matlab for handling the transmission of
packets of varying lengths and the three interfaces tested. If
the system is designed in Matlab software, which is to be
similar to the RTOS (Real Time Operating System) system,
there may be a need to calling the function or procedure
transmitting data in a cyclic manner. Therefore, test no. 3 was
concerned with determining the stability of data calls using a

dedicated "timer" object for this purpose. This test consisted of
sending a frame (8 bytes) to the slave device in a fixed period
of time, in which the role of the clock signal is executed by the
timer object in Matlab software. The timer object was
configured to call the function sending the data packet when a
specified time interval is reached. If these packets are received
in the microprocessor system, timestamps for the beginning
and end of the packet are retrieved. These timestamps, after
the end of the test, allow to define the moment of receiving the
frame transmitted by the slave device. In each of the tests,
besides the aforementioned parameters, the correctness of data
transfer was verified.

Fourth test was performed using a second measuring
system. It is a complement of the first studies of tests focusing
on a different type of embedded system. The fourth test
consists of two types of tests. In the first type of program
Matlab only took away the data (in the same manner as in the
first study). In the second part of this test, the received amount
of data that has been subjected to processing. Each received
amount of data was subjected to Fourier processing (FFT) and
inverse Fourier Transform (IFFT). The FFT-IFFT processing
cycle was repeated 100 times for each received part of data.

Therefore, the fourth study made using the same software
as the first. For the second part of this study was added built-in
procedures FFT and IFFT. The second system is based on a
different type of processor (Broadcom BCM2837 SoC), so the
slave-side software has been adapted to a different
architecture. The principle of operation and major algorithm of
the program has not been changed.

V. TESTS RESULTS

As stated earlier, three tests were performed. In the first
test, the average transmission time of one complete cycle was
measured and determined, and the average throughput for
packets with different lengths was also determined. These tests
were performed for the three communication interfaces
analysed. Fig. 7 shows the results.

—_— Transmit Time UART
10000 | ... O Throughput UART ~ 10000
—_—— v Transmit Time BT
— - —&A-— = Throughput BT e
1000 | — —= — Transmit Time Wi-Fi o d - 1000 &'
Throughput Wi-Fi m
— X~
g =
£,100 a
2 5
£ =]
£ 10 2
£ =
2 :
S g iR
= Lo UART - USB<->UART
o BT - Bluetooth
0,1 + T T T 0,1
10 100 1000 10000

Packet size [B]

Fig. 7. Transmission time and effective throughput for one packet.
From the obtained results, it can be concluded that the

highest throughput was obtained when devices communicate
via a wired link. Throughput in case of Bluetooth transmission
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is greater than that of WiFi transmission for packets with a
size of less than 2 kB of data. Above this value, there is a large
increase in the duration of packet transmission using
Bluetooth. In the case of very large packets (50 kB), the
effective throughput for the WiFi module significantly
improved, approaching the values achieved in the case of a
wired connection. For value of approx. 5 kB, the Bluetooth
module is saturated reaching a throughput of 20 kB/s. The
transmission times achieved have averaged values, in which
the value of the standard deviation is shown in Fig. 8.

‘@
E
c
Re)
©
.; 10 -
[9)
o©
o°
o
[
2
S —e—— Std dev. UART
n o Std dev. BT
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Packet size [B]
Fig. 8. Standard deviation for packets of different lengths (first measurement
system).

The standard deviation values for wireless transmission
remain at the level of approx. 9 ms to 40 ms. In wired
transmission, this value is significantly improved (from 2 ms
to 5 ms) in the case of transmission of packets with a size of
1 kB of data or larger. A momentary increase of the standard
deviation was also observed for two types of transmission
(wired and Bluetooth) when the packet size was 500 B. This
test was performed in a situation where the function
implementing the command-response transmission was
continuously checking whether the full frame was retrieved.
Therefore, in this situation, the work of Matlab software
focused entirely on data transmission

Test no. 2 helped to determine the effective working time
of Matlab which is required to handle data transmission, but at
the same time allowing for data processing. The test method is
shown in Fig. 9.

Transmission

function Send Receive Receive
CMD Data Data
Other | Processing | | Processing |
Matlab I I I I
operation } } } } T
Il Il Il Il :
t = const t = const

Fig. 9. Test of Matlab usage required for handling data transmission.

Calling the function handling the transmission was
implemented with a fixed time interval (t = const). Values of
the measured system usage times and the achieved data transfer
throughput of the UART interface are shown in Fig. 10.
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Fig. 10. Usage of the Matlab system and throughput for different function call
times.

For each period of calling the function which handles
transmission, the throughput obtained increases with the size
of the packet. If the function call interval is 10 ms, the largest
increase in Matlab usage of approx. 20 % was observed for all
transmissions. From this value, system usage decreases to a
level of a few percent. In the case of other interfaces, a similar
trend was obtained in regard to the system usage. A summary
of results for packets with a size of 5 kB is shown in Table I.
The smallest system usage was obtained when devices
communicated via Bluetooth. In the case of the WiFi interface,
a slight decrease in usage of the system was observed
compared to the wired interface.

TABLE L.
USAGE OF THE MATLAB SYSTEM FOR THREE TESTED INTERFACES
(FOR PACKET SIZE 5 KB)

Call period [ms] UART BT WiFi

0 99.68 99.63 99.58

1 21.48 16.49 20.27

2 20.61 16.40 19.07

5 20.56 16.37 20.55

10 20.63 16.82 20.46

20 14.87 9.76 12.24

50 10.57 6.49 8.08

100 5.01 4.24 5.69

200 3.51 3.21 3.66

In the last test, the stability of a counter in Matlab, used as
an object triggering periodic data transmission, was
determined. Fig. 11 shows the standard deviation of the jitter
values occurring during data transmission. The results are
similar for each interface tested. It should be noted that for
short periods between sending commands (e.g. 20 ms), the
deviation is approx. 15 ms. Therefore, it is comparable with
the value of the intervals between transmission calls. As
presented earlier, the fourth study determine the transmission
time of one data packet and the effective throughput when
packets of various sizes are transmitted.
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Fig. 11. Standard deviation for the transmission of data with different periods
of repetition.

The Fig. 12 shows the resulting of transmission time and
effective throughput for one packet when the Matlab software,
receives only data. Software at the master-side does not
perform any data processing.
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Fig. 12. Transmission time and effective throughput for one packet (Matlab
only received the data).

With the increase of the size of the transmitted packet,
increasing the effective data throughput. This increase is
observed until the packet size is about 20 kB of data. Both
types of transmission where the packet size is about 20 kB,
there was a slight decrease of effective throughput. For each
transmitted packet size, wired connection (Ethernet) offered a
higher effective throughput compared with wireless
connection (WiFi). The highest throughput achieved for the
wired network and was about 1570 kB/s and in the case of a
wireless connection was approximately 480 kB/s. Regardless
of the type of network connection, the maximum throughput
achieved for the largest size of the test packet. In the case of
WiFi, almost the entire range of the transmitted packet sizes,
reached similar transmission times. In most cases (packets
with sizes ranging from 10 B to 10 kB), the time was about
33 to 35 ms. Only a packet size greater than 10 kB have been
transmitted with an average time of more than 90ms. For a
wired connection, the transmission times of a single package
contained a much greater extent compared to a WiFi
connection. The smallest transmission time (less than 20 ms)
of single packet, for a wired connection obtained when the

packet size was 10 B, and size is in the range of from 200 B to
10 kB. The largest transmission time of one packet has been
achieved when the transmitted packets have a size greater than
10 kB. For a wired transmission, time of 31 ms was obtained,
but for the wireless transmission, the obtained time was about
100 ms.

In the fourth study also performed a second test to
determine the transmission time of one data packet and the
effective throughput when packets of various sizes are
transmitted but now additionally Master-side software
(Matlab) process data. Each received amount of data was 100
times processed using the FFT and IFFT algorithms. The
Fig. 13 shows the obtained result.
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Fig. 13. Transmission time and effective throughput for one packet (Matlab
received and processed the data).

Similarly to the first part of this study, there was an
increase effective throughput with increasing size of the
package. Also it observed a moment where there is a lack of
continuity growth of effective throughput. This moment
is when packet size is about 2 kB. There was also a greater
difference in throughput between a wired and wireless, for the
corresponding size of transmitted packets. In the range of 10 B
to 1 kB was observed linear transmission times of the data
packet. For a wire transmission it was about 12 ms, and for
wireless transmission it was about 48 ms. Over 1 kB packet
size, transmission time of one packet grew up to more than
337 ms for Ethernet, and 393 ms for WiFi connection.

The above times were averaged, but the standard deviation
of the interfaces used in a second type of measurement system
is shown in Fig. 14. Depending on the type of connection and
load of Master system, there was a different standard
deviations. The largest standard deviation was observed in the
case of network connection type WiFi and the Master software
handles the received measurement data. In this case, the
standard deviation over a wide area of the chart was about 28
to 37 ms. The largest spread of the standard deviation has been
observed in the case of network connection type WiFi and the
Master software does not process the data. In this case, the
standard deviation was in the range of from about 14 to more
than 30 ms. The lowest value of the standard deviation was
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observed when the network connection was Ethernet and
Master software also handles the received data. In almost the
entire range characteristic of the standard deviation does not
exceed 10 ms. In the case of network connection type
Ethernet, and the software does not process the data, we
observed the lowest standard deviation of less than 5 ms (for
packet sizes: 2 kB, 5 kB, 20 kB and 50 kB).
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Fig. 14. Standard deviation for packets of different

measurement system).

lengths (second

After the completion of all four tests, no errors during data
transmission were observed.

VI. SUMMARY

The proposed method of communication makes it possible
to achieve an error-free and fast data transmission. Also, the
process of communication between two devices is monitored
on an ongoing basis. As a result, this method can be used in
data acquisition systems with transmission in real time. Data
transfer size may change dynamically depending on the
settings or load on the system that carries out some other
tasks, such as data processing. The communication method
presented in the article can be implemented with different
serial interfaces and various computer software. The article
presents test results for the UART/USB, Ethernet, Bluetooth
and WiFi interfaces and for software written in Matlab. The
tests allowed to assess the suitability of using selected
communication interfaces for two type embedded system. The
first system (1) was based on full an autonomous
microcontroller (STM32 with ARM Cortex-MF core). The
second one (2) was based on embedded system with high
performance microprocessor (Raspberry Pi 3 System-on-Chip
BCM2837 with ARM Cortex-A53 core) controlled by Linux
operating system. Also, the experimental tests allowed the
usage (measured as the duration of handling communication
procedures) of Matlab when handling this method of
communication was determined. For first (1) tested system,
during the transfer of small data packets (less than 1 kB), the
average transmission time in the command-response cycle
remains at a constant level for each of the interfaces and is the
shortest for UART (approx. 40 ms) and the longest for WiFi
(approx. 100 ms). When sending larger packets (greater than

1 kB), a larger role is played by the data transfer rate of the
selected interface. Tests of Matlab usage when handling the
proposed method of communication in the worst case amounts
to approx. 20 % for UART. However, in the case of calling a
function that handles communication every 100 ms and the
transmission of larger packets (50 kB), the usage is only 4 %.
For second embedded system (2), the highest throughput
achieved for the wired (Ethernet) network and was about
1570 kB/s and in the case of a wireless (WiFi) connection was
approximately 480 kB/s. The largest transmission time has
been achieved when the transmitted one packet have a size
greater than 10 kB, for Ethernet interfaces it is about 31 ms
and for WiFi interfaces it is about 100 ms. When Matlab also
performs data processing (each received amount of data was
100 times processed using the FFT and IFFT algorithms), the
transmission time is increased to 337 ms for Ethernet, and
393 ms for WiFi. It should be noted, that in this case, was still
retained real-time requirements.

The proposed algorithm and dedicated communication
protocol were originally designed to communicate with a
single device. (e.g. PC and external microprocessor system).
In the case of multiple data streams where each of them has a
different communication interface (BT, Wi-Fi, UART), it is
possible to create several dedicated functions that implement
the proposed algorithm. All transmitting functions must be
called in Matlab sequentially. At a given time, a single
transmission is supported.

If multiple external devices use the same communication
interface e.g. Bluetooth, then the distinction between multiple
data streams must be made using the appropriate command
(Command field) and the higher layer protocol. In this case,
all devices within the communication interface cannot transmit
data simultaneously. Communication with devices is also
sequential.

It is also possible to transmit multiple streams from one
device, where a dedicated command and a higher layer
protocol must be used.

Experimental tests carried out have shown that a suitable
compromise is possible between the usage of Matlab while
maintaining a suitable throughput. The communication
protocol presented and the function for handling transmission
can be used wherever there is a need for an efficient
communication of a system based on Matlab with, for
example, distributed measurement sensors.
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