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The scope and complexity of current World Wide Web applications vary widely: from small scale, short-lived services to large-scale enterprise applications distributed across the Internet and corporate intranets and extranets. As Web applications have evolved, the demands placed on Web-based systems and the complexity of designing, developing, maintaining, and managing these systems have also increased significantly. They provided vast, dynamic information in multiple media formats (graphics, images, and video). Web site design for these and many other applications demand balance among information content, aesthetics, and performance. In accordance with the growth of the Internet and World Wide Web, there has been some research on quality issues of Web-based software systems. The main problems and challenges in achieving high quality of the Web-based information systems are discussed in the paper.
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1. Introduction

In recent years, the Internet and World Wide Web (www) have become ubiquitous, surpassing all other technological developments in our history. They’ve also grown rapidly in their scope and extent of use, significantly affecting all aspects of our lives. Industries such as manufacturing, travel and tourism, banking, education, and government are Web-enabled to improve and enhance their operations. E-commerce has expanded quickly, cutting across national boundaries. Even traditional legacy information and database systems have migrated to the Web. Advances in wireless technologies and Web-enabled appliances are triggering a new wave of mobile Web applications. As a result, we increasingly depend on a range of Web applications. Using Web technologies, an organization can reach out to customers and provide them with not only general information about its products or services but also the opportunity of performing interactive business transactions. Organizations investing in Web technologies and applications are looking forward to realizing the benefits of these investments, however, this would not be possible without an appropriate tool for measuring the quality of their Web sites. Therefore, the quality of a Web-based information system has become a main concern of all the users of the system, the developers of the system, and the managers of the corresponding company.

2. Evolution of Web-based Information Systems

The commercial use of the Internet and Web has grown explosively in the past five years. In that time, the Internet has evolved from primarily being a communications medium (email, files, newsgroups, and chat rooms) to a vehicle for distributing information to a full-fledged market channel for e-commerce. Web sites that once simply displayed information for visitors have become interactive, highly functional systems that let many types of businesses interact with many types of users.

The common first stage in the development of Web-based information systems is an information kiosk where marketing-type information is presented either to boost prestige, enhance brand identification or to encourage conventional sales activity.

The second stage is to open up the one-way information kiosk system using say Web-forms, so that browsers can place orders and make enquiries from the Web pages of interests, treating the Web site as an electronic mail order catalogue.

The third stage is a re-think of the traditional boundaries between the customer and the enterprise. For example a customer might be able to go beyond browsing an on-line
catalogue and clicking buttons to select products, moving instead into examining production schedules. They might then enter customized changes to product designs and could see the impact of their requirements on production schedules, delivery times and contribution to overall cost.

The scope and complexity of current Web applications vary widely: from small-scale, short-lived services to large-scale enterprise applications distributed across the Internet and corporate intranets and extranets. Web-based applications can be grouped into the seven categories [12]:

- informational, e.g. online newspapers, product catalogues, newsletters, service manuals, online classifieds, online electronic books
- interactive, e.g. registration forms, customized information; user-provided presentation, online games
- transactional, e.g. electronic shopping, ordering goods and services, online banking
- workflow e.g. online planning and scheduling systems, inventory management, status monitoring;
- collaborative work environments, e.g. distributed authoring systems, collaborative design tools
- online communities, marketplaces, e.g. chat groups, recommender systems that recommend products or services, online marketplaces, online auctions
- Web portals, e.g. electronic shopping malls, online intermediaries.

As Web applications have evolved, the demands placed on Web-based systems and the complexity of designing, developing, maintaining, and managing these systems have also increased significantly. For example, Web sites such as for the 2000 Sydney Olympics, 1998 Nagano Olympics, and Wimbledon received hundreds of thousands of hits per minute [12]. They provided vast, dynamic information in multiple media formats (graphics, images, and video). Web site design for these and many other applications demand balance among information content, aesthetics, and performance.

Changes in use of the Internet and Web-based information systems have had an enormous impact on software engineering [25]. As the use of the Internet and Web has grown, the amount, type and quality of software necessary for powering Web sites has also grown. Just a few years ago, Web sites were primarily composed of static HTML files, so-called "soft brochures", usually created by a single webmaster who used HTML, JavaScript, and simple CGI scripts to present information and obtain data from visitors with forms. Early Web-based information systems have a typical client-server configuration, in which the client is a Web browser that people use to visit Web sites that reside on different computers, the servers, and a software package called a Web server sends the HTML files to the client. HTML files contain JavaScript’s, which are small pieces of code that are interpreted by the client. HTML forms generate data that are sent back to the server to be processed by CGI programs. This very simple model of operation can support relatively small Web sites. It uses small-scale software, offers very little security, usually cannot support much traffic, and offers limited functionality. This was called a two-tier system, because two separate computers were involved.

The Web’s function and structure have changed drastically, particularly in the past two years, yet most software engineering researchers, educators, and practitioners have not yet grasped how fully this change affects engineering principles and processes. Web sites are now fully functional software systems that provide business-to-customer e-commerce, business-to-business e-commerce, and many services to many users. Instead of referring to visitors to Web sites, we now refer to users, implying much interaction. Instead of Webmasters, large Web sites must employ Web managers leading diverse teams of IT professionals that include programmers, database administrators, network administrators, usability engineers, graphics designers, security experts, marketers, and others. This team uses diverse technologies, including several varieties of Java (Java, Servlets, Enterprise JavaBeans, applets, and Java Server Pages), HTML, JavaScript, XML, UML, and many others. The growing use of third-party software components and middleware represents one of the biggest changes. The technology has changed because the old two-tier model did not support the high quality requirements of Web software applications. It fails on security, being prone to crackers who only need to go through one layer of security on a computer that is, by definition, open to the world to provide access to all data files. It fails on scalability and maintainability because as Web sites grow, a two-tier model cannot effectively separate presentation from business logic, and the applications thus become cumbersome and hard to modify. It fails on reliability: whereas
Technology keeps changing, with the latest major and more scalable Web sites. Of course the strategies lead to more reliable software component on the application tier. Such design the request to an appropriate hardware/software can create a software dispatcher that accepts software more maintainable.

Presentation from logic, which helps make JavaBeans (EJBs) let developers separate design. Java Server Pages (JSPs) and Enterprise and allows developers to simplify the software to tolerate failures and handle more customers, Distributed computing, particularly for the customers serviced and services offered. New Web software languages such as Java are easier to modify and program correctly and permit more extensive reuse, features that enhance maintainability, reliability, and scalability. The N-tier model also permits additional security layers between potential crackers and the data and application business logic. The ability to separate presentation (typically on the Web server tier) from the business logic (on the application server tier) makes Web software easier to maintain and to expand in terms of customers serviced and services offered. Distributed computing, particularly for the application servers, allows the Web application to tolerate failures and handle more customers, and allows developers to simplify the software design. Java Server Pages (JSPs) and Enterprise JavaBeans (EJBs) let developers separate presentation from logic, which helps make software more maintainable.

To further subdivide the work, developers can create a software dispatcher that accepts requests on the Web server tier, then forwards the request to an appropriate hardware/software component on the application tier. Such design strategies lead to more reliable software and more scalable Web sites. Of course the technology keeps changing, with the latest major addition to the technology being Microsoft’s .NET. It is too early to say today what type of affect .NET will have, although it does not seem to provide additional abilities beyond what is already available. Clearly, modern Web sites’ increased functionality creates a need for increasingly complex software, system integration and design strategies, and development processes.

Contrary to the perception of some software developers and software engineering professionals, Web engineering isn’t a clone of software engineering, although both involve programming and software development. While Web engineering adopts and encompasses many software engineering principles, it incorporates many new approaches, methodologies, tools, techniques and guidelines to meet the unique requirements of Web-based systems. Developing Web-based systems is significantly different from traditional software development and poses many additional challenges. There are subtle differences in the nature and life cycle of Web-based and software systems and the way, in which they're developed and maintained. Web development is a mixture between print publishing and software development, between marketing and computing, between internal communications and external relations, and between art and technology [12]. Building a complex Web-based system calls for knowledge and expertise from many different disciplines and requires a team of diverse people with expertise in different areas. As a result, Web engineering is multidisciplinary and encompasses contributions from areas such as systems analysis and design; software engineering; hypermedia and hypertext engineering; requirements engineering; human-computer interaction; user interface development; information engineering; information indexing and retrieval; testing, modelling, and simulation; project management; and graphic design and presentation.

Successful Web-based system development and deployment is a complex process. Web engineering is a holistic approach, and it deals with all aspects of Web-based systems development, starting from conception and development to implementation, performance evaluation, and continual maintenance. Building and deploying a Web-based system involves multiple, iterative steps. Most Web-based systems continuously evolve to keep the information current and to meet user needs. Web engineering represents a proactive approach to creating Web applications. Web engineering methodologies have been successfully applied in
a number of Web applications, for example, the ABC Internet College, 2000 Sydney Olympics, 1998 Nagano Winter Olympics, Vienna International Festival [12].

Several factors inherent to Web development contribute to the quality problem. Developers build Web-based software systems by integrating numerous diverse components from disparate sources, including custom-built special-purpose applications, customized off-the-shelf software components, and third-party products. In such an environment, systems designers choose from potentially numerous components, and they need information about the various components suitability to make informed decisions about the software’s required quality attributes. Much of the new complexity found with Web-based applications also results from how the different software components are integrated. Not only is the source unavailable for most of the components, the executables might be hosted on computers at remote, even competing organizations. To ensure high quality for Web systems composed of very loosely coupled components, we need novel techniques to achieve and evaluate these components’ connections. Finally, Web-based software offers the significant advantage of allowing data to be transferred among completely different types of software components that reside and execute on different computers. However, using multiple programming languages and building complex business applications complicates the flows of data through the various Web software pieces. When combined with the requirements to keep data persistent through user sessions, persistent across sessions, and shared among sessions, the list of abilities unique to Web software begins to get very long. Thus, software developers and managers working on Web software have encountered many new challenges. Although it is obvious that we struggle to keep up with the technology, less obvious is our difficulty in understanding just how Web software development is different, and how to adapt existing processes and procedures to this new type of software.

3. Quality Criteria for Web-based Information Systems

We evaluate software by measuring the quality of attributes such as reliability, usability, and maintainability, yet academics often fail to acknowledge that the basic economics behind software production has a strong impact on the development process [25]. Although the field of software engineering has spent years developing processes and technologies to improve software quality attributes, most software companies have had little financial motivation to improve their software’s quality. Software contractors receive payment regardless of the delivered software’s quality and, in fact, are often given additional resources to correct problems of their own making. So-called "shrink wrap" vendors are driven almost entirely by time-to-market, it is often more lucrative to deliver poor-quality products sooner than high-quality products later. They can deliver bug fixes as new "releases" that are sold to generate more revenue for the company. For most application types, commercial developers have traditionally had little motivation to produce high-quality software. Web-based software, however, raises new economic issues. Unlike many software contractors, Web application developers only see a return on their investment if their Web sites satisfy customers’ needs. And unlike many software vendors, if a new company puts up a competitive site of higher quality, customers will almost immediately shift their business to the new site once they discover it. Thus, instead of "sooner but worse," it is often advantageous to be "later and better." Despite discussions of "sticky Web sites" and development of mechanisms to encourage users to return, thus far the only mechanism that brings repeat users to Web sites has been high quality. This will likely remain true for the foreseeable future. In software development, a process driver is a factor that strongly influences the process used to develop the software. Thus, if software must have very high reliability, the development process must be adapted to ensure that the software works well. Web software development managers and practitioners see the seven most important quality criteria for Web application success [25]:

- reliability
- usability
- security
- availability
- scalability
- maintainability
- time-to-market.

Of course, this is hardly a complete list of important or even relevant quality attributes, but it provides a solid basis for discussion. Certainly speed of execution is also important, but network factors influence this more than software does, and other important quality attributes such as customer service, product
quality, price, and delivery stem from human and organizational rather than software factors.

Reliability

Extensive research literature and a collection of commercial tools have been devoted to testing, ensuring, assuring, and measuring software reliability. Safety-critical software applications such as telecommunications, aerospace, and medical devices demand highly reliable software, but although many researchers are reluctant to admit it, most software currently produced does not need to be highly reliable. Many businesses’ commercial success depends on Web software, however, if the software does not work reliably, the businesses will not succeed. The user base for Web software is very large and expects Web applications to work as reliably as if they were going to the grocery store or calling to order from a catalogue. Moreover, if a Web application does not work well, the users do not have to drive further to reach another store; they can simply point their browser to a different URL. Web sites that depend on unreliable software will lose customers, and the businesses could lose much money. Companies that want to do business over the Web must spend resources to ensure high reliability. Indeed, they cannot afford not to.

Usability

Web application users have grown to expect easy Web transactions – as simple as buying a product at a store. Although much wisdom exists on how to develop usable software and Web sites, many Web sites still do not meet most customers’ usability expectations. This, coupled with the fact that customers exhibit little site loyalty, means unusable Web sites will not be used – customers will switch to more usable Web sites as soon as they come online.

Security

We have all heard about Web sites being cracked and private customer information distributed or held for ransom. This is only one example of the many potential security flaws in Web software applications. When the Web functioned primarily to distribute online brochures, security breaches had relatively small consequences. Today, however, the breach of a company’s Web site can cause significant revenue losses, large repair costs, legal consequences, and loss of credibility with customers. Web software applications must therefore handle customer data and other electronic information as securely as possible. Software security is one of the fastest growing research areas in computer science, but Web software developers currently face a huge shortfall in both available knowledge and skilled personnel.

Availability

In our grandparents’ time, if a shopkeeper in a small town wanted to take a lunch break, he would simply put a sign on the front door that said “back at 1:00.” Although today’s customers expect to be able to shop during lunchtime, we do not expect stores to be open after midnight or on holidays. On the Web, customers not only expect availability 24 hours a day, seven days a week, they expect the Web site to be operational every day of the year – ”24/7/365”. Availability means more than just being up and running 24/7/365; the Web software must also be accessible to diverse browsers. In the seemingly never-ending browser wars of the past few years, some software vendors actively sought to make sure their software would not work under competitors’ browsers. By using features only available for one browser or on one platform, Web software developers become “foot soldiers” in the browser wars, sometimes unwittingly. To be available in this sense, Web sites must adapt their presentations to work with all browsers, which requires significantly more knowledge and effort on developers’ part.

Scalability

We must engineer Web software applications to be able to grow quickly in terms of both how many users they can service and how many services they can offer. The need for scalability has driven many technology innovations of the past few years. The industry has developed new software languages, design strategies, and communication and data transfer protocols in large part to allow Web sites to grow as needed. Scalability also directly influences other attributes. Any programming teacher knows that any design will work for small classroom exercises, but large software applications require discipline and creativity. Likewise, as Web sites grow, small software weaknesses that had no initial noticeable effects can lead to failures (reliability problems), usability problems, and security breaches. Designing and building
Web software applications that scale well represents one of today’s most interesting and important software development challenges.

**Maintainability**

One novel aspect of Web-based software systems is the frequency of new releases. Traditional software involves marketing, sales, and shipping or even personal installation at customers’ sites. Because this process is expensive, software manufacturers usually collect maintenance modifications over time and distribute them to customers simultaneously. For a software product released today, developers will start collecting a list of necessary changes. For a simple change, (say, changing a button’s label), the modification might be made immediately. But the delay in releases means that customers won’t get more complex (and likely important) modifications for months, perhaps years. Web-based software, however, gives customers immediate access to maintenance updates – both small changes (such as changing the label on a button) and critical upgrades can be installed immediately. Instead of maintenance cycles of months or years, Web sites can have maintenance cycles of days or even hours. Although other software applications have high maintenance requirements, and some research has focused on “on-the-fly” maintenance for specialized applications, frequent maintenance has never before been necessary for such a quantity of commercial software. Another ramification of the increased update rate has to do with compatibility. Users do not always upgrade their software; hence, software vendors must ensure compatibility between new and old versions. Companies can control the distribution of Web software to eliminate that need, though Web applications must still be able to run correctly on several Web browsers and multiple versions of each browser. Another possible consequence of the rapid update rate is that developers may not feel the same need to fix faults before release – they can always be fixed later.

**Time-to-market**

This has always been a key business driver and remains important for Web software, but it now shares the spotlight with other quality attributes. Most of the software industry continues to give priority to first to market. Given the other factors discussed here, however, the requirement for patience can and must impact the process and management of Web software projects. Software researchers, practitioners, and educators have discussed these criteria for years, but no type of application has had to satisfy all of these quality attributes at the same time. Web software components are coupling more loosely than any previous software applications. In fact, these criteria have until recently been important to only a small fraction of the software industry. They are now essential to the bottom line of a large and fast growing part of the industry, but we do not yet have the knowledge to satisfy or measure these criteria for the new technologies used in Web software applications.

4. **Quality Modelling for Web-based Information Systems**

In the literature, there are numerous reports on various quality models for program-based software information systems, such as McCall’s model [5, 11, 22]. Regarding information systems as a much wider concept than software systems, the SOLE model [8] and its variants provide three different views for three different interest groups of stakeholder: users, technical staff and managers. In fact, the basic idea of the SOLE model is from the general theory of quality proposed by Garvin [9]. In accordance with the growth of the Internet and World Wide Web, there has been some research on quality issues of Web-based software systems. In [19], the differences between the Web-based information systems and conventional information systems are discussed from the perspective of software quality. It is realized that a quality model for Web-based information systems is needed. In [26], a quality model for Web sites of universities, called Web site QEM, was proposed based on the users’ view. It breaks down the quality of Web sites into more than a hundred attributes. Existing quality models were almost all proposed as general models that are intended to be suitable for a large class of software and information systems. The development of such models is mostly based on many years of experiences in the development and maintenance of software and information systems. The validation of such models is mostly by empirical studies, such as by analyzing data collected from questionnaires and interviews. The quality models investigated by such an approach may not fully address all the quality characteristics of the target systems. It is recognized that the special requirements of software and information systems must be
considered in the application of quality models [17]. Different kinds of information systems may have different requirements on quality. For instance, both e-commerce systems and personal homepages are Web-based information systems, the former have quite different quality requirements from the later, in terms of information security and information searching issues. Hall argues that the development of Web applications today is currently at the stage software development was 30 years ago, when the ‘software crisis’ was first considered [21]. Most e-commerce systems are developed using ad hoc approaches, which have brought many quality problems, such as maintainability, efficiency and security. However, what is lacking is a systematic method that enables developers to build a quality model for any given system.

Quality is not a new concept in information systems management and research. Information systems practitioners have always been aware of the need to improve the information systems function, so it can react to external and internal pressures and face the critical challenges to its growth and survivability [1]. Moreover, information systems scholars have been concerned with definitions of quality in information systems research. Information systems researchers have attempted to define data quality [14], information quality [16], software/system quality [26], documentation quality [10], information systems function service quality [15] and global information systems quality [24]. More recently, there has been some effort to define quality in the context of the Internet [20]. However, the Web quality concept remains underdeveloped. Web quality is a vastly undefined concept. For the most part, existing scientific research discusses the meaning of some aspects of Web quality in a descriptive manner without delineating its major dimensions or providing tested scales to measure it. For example, Liu and Arnett [20] named such quality factors as accuracy, completeness, relevancy, security, reliability, customization, interactivity, ease of use, speed, search functionality, and organization. Huizingh [13] focused on two aspects of Web quality: content and design. Wan [28] divided Web quality attributes into four categories: information, friendliness, responsiveness, and reliability. Rose et al. [27] provided a theoretical discussion of technological impediments of Web sites. The authors highlighted the importance of factors such as download speed, Web interface, search functionality, measurement of Web success, security, and Internet standards. Misic and Johnson [23] suggested such Web-related criteria as finding contact information (e.g. e-mail, people, phones, and mail address), finding main page, speed, uniqueness of functionality, ease of navigation, counter, currency, wording, and colour and style. Olsina et al. [26] specified quality attributes for academic Web sites. These authors took an engineering point of view and identified factors such as cohesiveness by grouping main control objects, direct controls permanence, contextual controls stability, etc. Bell and Tang [4] identified factors such as access to the Web, content, graphics, structure, user friendliness, navigation, usefulness, and unique features. Another useful stream of research is key Web-site characteristics on the purpose and value dimensions. While the purpose dimension relates directly to the contents of the site, the value dimension relates more to the quality aspects. The trade press and Internet sources also discussed some aspects of Web quality attributes. Levin [18] offered tips to help a company with Web site design including fast Web page download, Web page interactivity, and current content, among other factors.

Three conclusions can be drawn from the above review [2]. First is that past Web quality research, albeit useful, is fragmented and focuses only on subsets of Web quality. For example, Rose et al. [27] list six factors, and Bell and Tang [4] mention eight factors. Misic and Johnson’s [23] study was more extensive, but it missed several critical factors such as Web security, availability, clarity, and accuracy, to name a few. Liu and Arnett [20] list 11 items and two dimensions of Web quality – information and system quality. Like the other studies, several important quality dimensions are missing from the authors’ list. Second, past research lacks rigor when it comes to measuring the Web quality construct. In some cases, an ad hoc Web quality tool was suggested [4], [20], [23]. However, it is not clear to the reader what is the domain of the measured construct or what refinement, validation, and normalization procedures were employed. For example, Liu and Arnett’s scale included items about information to support business objectives, empathy to customers’ problems, and follow-up services to customers. These items loaded on the same factor, which they called "information quality". In addition, double barreled items can be found in their scale, e.g. security and ease of use. Third, the majority of the suggested Web
quality attributes and scales are relevant to Web designers than to Web users; like for instances, the ideas and scales proposed by Liu and Arnett [20] and Olsina et al. [26].

The previous discussion underscores the fact that the Web quality construct lacks a clear definition and Web quality measurement is still in its infancy.

A number of psychometric researchers have proposed several procedural models to help other researchers develop better scales for their studies, e.g. [3] and Churchill [6]. Applying these concepts, MIS researchers have developed several instruments, e.g. the end user computing satisfaction by Doll and Torkzadeh [7]. Straub [27] described a process for creating and validating instruments, which includes content validity, construct validity and reliability analyses. Three generic steps common in all these models include conceptualization, design, and normalization [2].

Conceptualization focuses on content validity, involves such activities as defining the construct of interest and generating a candidate list of items from the domain of all possible items representing the construct. The second step, design focuses on construct validity and reliability analysis. It pertains to the process of refining the sample of items from the previous step to come up with an initial scale, deciding on such operational issues as question types and question sequence, and pilot-testing the initial scale that has been developed in the preparation stage. The third and last step concerns the effort to normalize the scale that has been developed. It involves the important steps of subsequent independent verification and validation. Unfortunately, this step is omitted in many scale development efforts. In the conduct of these steps, several analytical techniques can be used such as factor analysis and reliability analysis as we will describe next.

5. Conclusion

Achieving the high quality requirements of Web software represents a difficult challenge. Although other segments of the software industry have already mastered some of these, such as the need for reliability in telecommunications and network routing, aerospace, and medical devices, they have typically done so by hiring the very best developers on the market, using lots of resources (time, developers, and testing), or relying on old, stable software and technologies. Unfortunately, these solutions will not work for Web applications. There are simply not enough of the “best developers” to implement all of the Web software needed today, and few but the largest companies can afford to invest extra resources in the form of time, developers, and testing. Finally, it should be obvious that old, stable software technologies will not suffice as a base for the Web, which relies on the latest cutting-edge software technology. Although the use of new technology involves some risk, it allows us to achieve otherwise unattainable levels of scalability and maintainability.

Past Web quality research has focused on general description of some specific aspects of Web quality and paid little attention to construct identification and measurement efforts. In this study, we moved beyond descriptive and narrative evidence to empirical evaluation and verification by developing a multidimensional scale for measuring user-perceived Web quality.

The results of the two-phased investigation uncovered four dimensions of perceived Web quality (technical adequacy, specific content, content quality, and appearance) and provided evidence for the psychometric properties of the 25-item instrument. Another contribution is that while past Web quality research focuses mostly on the perspectives of Web developers and designers, the current study targets the Web users. In this era of intense competition and customer responsiveness, the users are major stakeholders and should not be ignored. The limitations of the study include those customarily associated with instrument-building and survey methods. However, the extensive testing and validation improved the internal validity, and using several groups of subjects improved the external validity and generalizability of the instrument to a larger population. Nevertheless, instruments are always subject to further improvement and we encourage fellow researchers to do so. The Web quality model/instrument has practical as well as theoretical and research applications. In terms of practical applications, a validated instrument provides an important tool for assessing the quality of Web site. The Internet is hosting hundreds of millions of Web sites varying widely in terms of quality. The scales might be used to assess the quality of a given Web site. This could be carried out at the overall quality level using the 25-item instrument or at a specific quality dimension level, e.g. using a sub-scale of one of the four dimensions of perceived Web quality. This evaluation may provide a fast and early feedback to the firm.
If the firm finds itself lacking in any of the dimensions, then it may do a more detailed analysis and take necessary corrective actions. The four dimensions and the 25-items of the instrument may also be used by Web site designers in a proactive manner. The dimensions and the items may be considered explicitly in the site design. Additionally, a firm may want to assess the relative importance of the four quality dimensions and the specific items in its own context. While this study provided their relative dimensions and the items may be considered explicitly in the design, the instrument may also be used by Web site designers in a proactive manner. The dimensions, then it may do a more detailed analysis and take necessary corrective actions. If the firm finds itself lacking in any of the dimensions, then it may do a more detailed analysis and take necessary corrective actions.
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